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#### 1.1 Darbo užduotis

Pav #1 Darbo užduotis

#### 1.2 Programos tekstas

#Number class used to store a number and a number which shows a cumulative sum of each numbers divisors from 1 to number

class Number:

def \_\_init\_\_(self, number, cumulativeSum):

self.number = number

self.cumulativeSum = cumulativeSum

def get\_number(self):

return self.number

#finds sum of all viable divisors of number n

def findSumOfDivisors(n):

sum = 0

for x in range(2, int(n)):

z = n / x #temporary result of division

if z == int(z):

sum = sum + z

return sum

#finds cumulative sum of divisors for numbers 1 to Number.number

def findCumulativeSumOfDivisors(Number):

for x in range(0, Number.number + 1):

Number.cumulativeSum = Number.cumulativeSum + findSumOfDivisors(x)

print("Cumulative sum of divisors of number n: " + str(Number.number) + " is: " + str(Number.cumulativeSum))

return Number

#reads data from file into integer array

def readIntoArray(fileName):

array = []

with open('data.txt') as f:

for line in f: # read all lines

array.append(int(line))

return array

#finds results for all integers in array

def findResults(array):

numberArray = []

for x in array:

temp = Number(x, 0)

temp = findCumulativeSumOfDivisors(temp)

numberArray.append(temp)

array = readIntoArray("data.txt")

findResults(array)

#### 1.3 Pradiniai duomenys ir rezultatai
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Pav #2 Duomenų failas
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Pav #3 Gauti rezultatai

#### Darbo užduotis
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Pav #1 Darbo užduotis

#### 1.2 Programos tekstas

// Example Bot #1: The Reference Bot

/\*\* This bot builds a 'direction value map' that assigns an attractiveness score to

\* each of the eight available 45-degree directions. Additional behaviors:

\* - aggressive missiles: approach an enemy master, then explode

\* - defensive missiles: approach an enemy slave and annihilate it

\*

\* The master bot uses the following state parameters:

\* - dontFireAggressiveMissileUntil

\* - dontFireDefensiveMissileUntil

\* - lastDirection

\* The mini-bots use the following state parameters:

\* - mood = Aggressive | Defensive | Lurking

\* - target = remaining offset to target location

\*/

import scala.collection.mutable.ArrayBuffer

object ControlFunction

{

def forMaster(bot: Bot) {

// demo: log the view of the master bot into the debug output (if running in the browser sandbox)

// bot.log(bot.view.cells.grouped(31).mkString("\n"))

val (directionValue, nearestEnemyMaster, nearestEnemySlave, nearestEnemyMasterAround) = analyzeViewAsMaster(bot.view)

val dontFireAggressiveMissileUntil = bot.inputAsIntOrElse("dontFireAggressiveMissileUntil", -1)

val dontFireDefensiveMissileUntil = bot.inputAsIntOrElse("dontFireDefensiveMissileUntil", -1)

//---Mano---

val dontSpawnGatherer = bot.inputAsIntOrElse("dontSpawnGatherer", -1)

val dontSpawnMine = bot.inputAsIntOrElse("dontSpawnMine", -1)

//----------

val lastDirection = bot.inputAsIntOrElse("lastDirection", 0)

// determine movement direction

directionValue(lastDirection) += 10 // try to break ties by favoring the last direction

val bestDirection45 = directionValue.zipWithIndex.maxBy(\_.\_1).\_2

val direction = XY.fromDirection45(bestDirection45)

val ma: String = bot.viewString

//bot.log(""+bot.viewString)

//if()

try{

val instrunctions = Dijkstra(ma)

if(instrunctions.length > 0){

if(instrunctions(0) == "Up"){

bot.move(XY.Up)

bot.log("UP")

}else if(instrunctions(0) == "Down"){

bot.move(XY.Down)

bot.log("DOWN")

}else if(instrunctions(0) == "Left"){

bot.move(XY.Left)

bot.log("LEFT")

}else if(instrunctions(0) == "Right"){

bot.move(XY.Right)

bot.log("RIGHT")

}else{

bot.move(direction)

bot.set("lastDirection" -> bestDirection45)

bot.log("ELSE MOVE")

}

}else{

bot.move(direction)

bot.set("lastDirection" -> bestDirection45)

bot.log("ELSE ELSE MOVE")

}

}catch{

case e: Exception => {

bot.move(direction)

bot.set("lastDirection" -> bestDirection45)

bot.log("Exception MOVE")

}

}

//var (a, b) = prepare(ma)

//Dijkstra(bot.view.cells)

//--------------- MANO ----------------

//bot.log("" + bot.view.cells)

//val tst = Test(bot, bot.viewString)

//tst.stringViewToMatrix()

//bot.log(""+tst.viewMatrix(0)(0))

//for(i <- 0 to 31){

// for(j <- 0 to 31){

// print(""+bot.view.cells(i))

// }

// print("\n")

//}

//var no = Node(-1, -1, 999, List(), "")

//bot.log("" + bot.view.cells)

//var map: Array[Array[String]] = Array.ofDim[String](31, 31)

//var map = Array[String](31,31)

//bot.view.cells(ss)

//bot.log("" + map(15)(15))

//bot.log("" + bot.view.cells(480))

if(dontSpawnGatherer < bot.time && bot.energy > 10000){

bot.spawn(bot.view.center, "mood" -> "Gatherer", "target" -> "", "limit" -> 500)

bot.set("dontSpawnGatherer" -> (bot.time + 10))

}

if(dontSpawnMine < bot.time && bot.energy > 100000 && nearestEnemyMasterAround > -1){

bot.spawn(bot.view.center, "mood" -> "Mine")

bot.set("dontSpawnMine" -> (bot.time + 20))

}

//--------------- /MANO ---------------

if(dontFireAggressiveMissileUntil < bot.time && bot.energy > 100) { // fire attack missile?

nearestEnemyMaster match {

case None => // no-on nearby

case Some(relPos) => // a master is nearby

val unitDelta = relPos.signum

val remainder = relPos - unitDelta // we place slave nearer target, so subtract that from overall delta

bot.spawn(unitDelta, "mood" -> "Aggressive", "target" -> remainder)

bot.set("dontFireAggressiveMissileUntil" -> (bot.time + relPos.stepCount + 1))

}

}

else

if(dontFireDefensiveMissileUntil < bot.time && bot.energy > 100) { // fire defensive missile?

nearestEnemySlave match {

case None => // no-on nearby

case Some(relPos) => // an enemy slave is nearby

if(relPos.stepCount < 8) {

// this one's getting too close!

val unitDelta = relPos.signum

val remainder = relPos - unitDelta // we place slave nearer target, so subtract that from overall delta

bot.spawn(unitDelta, "mood" -> "Defensive", "target" -> remainder)

bot.set("dontFireDefensiveMissileUntil" -> (bot.time + relPos.stepCount + 1))

}

}

}

}

//Buvo

def forSlave(bot: MiniBot) {

bot.inputOrElse("mood", "Lurking") match {

case "Aggressive" => reactAsAggressiveMissile(bot)

case "Defensive" => reactAsDefensiveMissile(bot)

case "Gatherer" => reactAsGatherer(bot)

case "Mine" => reactAsMine(bot)

case s: String => bot.log("unknown mood: " + s)

}

}

//Buvo

def reactAsAggressiveMissile(bot: MiniBot) {

bot.view.offsetToNearest('m') match {

case Some(delta: XY) =>

// another master is visible at the given relative position (i.e. position delta)

// close enough to blow it up?

if(delta.length <= 2) {

// yes -- blow it up!

bot.explode(4)

} else {

// no -- move closer!

bot.move(delta.signum)

bot.set("rx" -> delta.x, "ry" -> delta.y)

}

case None =>

// no target visible -- follow our targeting strategy

val target = bot.inputAsXYOrElse("target", XY.Zero)

// did we arrive at the target?

if(target.isNonZero) {

// no -- keep going

val unitDelta = target.signum // e.g. CellPos(-8,6) => CellPos(-1,1)

bot.move(unitDelta)

// compute the remaining delta and encode it into a new 'target' property

val remainder = target - unitDelta // e.g. = CellPos(-7,5)

bot.set("target" -> remainder)

} else {

// yes -- but we did not detonate yet, and are not pursuing anything?!? => switch purpose

bot.set("mood" -> "Lurking", "target" -> "")

bot.say("Lurking")

}

}

}

//Buvo

def reactAsDefensiveMissile(bot: MiniBot) {

bot.view.offsetToNearest('s') match {

case Some(delta: XY) =>

// another slave is visible at the given relative position (i.e. position delta)

// move closer!

bot.move(delta.signum)

bot.set("rx" -> delta.x, "ry" -> delta.y)

case None =>

// no target visible -- follow our targeting strategy

val target = bot.inputAsXYOrElse("target", XY.Zero)

// did we arrive at the target?

if(target.isNonZero) {

// no -- keep going

val unitDelta = target.signum // e.g. CellPos(-8,6) => CellPos(-1,1)

bot.move(unitDelta)

// compute the remaining delta and encode it into a new 'target' property

val remainder = target - unitDelta // e.g. = CellPos(-7,5)

bot.set("target" -> remainder)

} else {

// yes -- but we did not annihilate yet, and are not pursuing anything?!? => switch purpose

bot.set("mood" -> "Lurking", "target" -> "")

bot.say("Lurking")

}

}

}

//------------------------ MANO -----------------------

def getLow(nodes: ArrayBuffer[Node]) = {

var cost = 999

var index = -1

var tempindex = 0

for (i <- nodes) {

if (cost > i.cost) {

cost = i.cost

index = tempindex

}

tempindex = tempindex + 1

}

index

}

def prepare(bot: String) = {

var map = Array.ofDim[Char](31, 31)

var nodes = Array.ofDim[Node](31, 31)

var ss: Int = 0

for (i <- 0 to 30) {

for (j <- 0 to 30) {

map(i)(j) = bot(ss)

print(map(i)(j) + "")

nodes(i)(j) = new Node(i, j, 999, ArrayBuffer(), map(i)(j))

ss = ss + 1

}

print("\n")

}

var start = new Node(15, 15, 0, ArrayBuffer(), 'M')

for (i <- 0 to 30) {

for (j <- 0 to 30) {

// iskiriamos "sienos" (sonines, virsutines ir apatines reiksmes)

if (i > 0 && j > 0 && i < 30 && j < 30 && map(i)(j) != 'W') {

if (map(i)(j + 1) != 'W')

nodes(i)(j).neighbors += nodes(i)(j + 1)

if (map(i)(j - 1) != 'W')

nodes(i)(j).neighbors += nodes(i)(j - 1)

if (map(i + 1)(j) != 'W')

nodes(i)(j).neighbors += nodes(i + 1)(j)

if (map(i - 1)(j) != 'W')

nodes(i)(j).neighbors += nodes(i - 1)(j)

}

// kairaiusias virsutinis kampas

if (i == 0 && j == 0 && map(i)(j) != 'W') {

if (map(i)(j + 1) != 'W')

nodes(i)(j).neighbors += nodes(i)(j + 1)

if (map(i + 1)(j) != 'W')

nodes(i)(j).neighbors += nodes(i + 1)(j)

}

// desiniausias virsutinis kampas

if (i == 0 && j == 30 && map(i)(j) != 'W') {

if (map(i)(j - 1) != 'W')

nodes(i)(j).neighbors += nodes(i)(j - 1)

if (map(i + 1)(j) != 'W')

nodes(i)(j).neighbors += nodes(i + 1)(j)

}

// desiniausias apatinis kampas

if (i == 30 && j == 30 && map(i)(j) != 'W') {

if (map(i)(j - 1) != 'W')

nodes(i)(j).neighbors += nodes(i)(j - 1)

if (map(i - 1)(j) != 'W')

nodes(i)(j).neighbors += nodes(i - 1)(j)

}

// kairiausias apatinis kampas

if (i == 30 && j == 0 && map(i)(j) != 'W') {

if (map(i)(j + 1) != 'W')

nodes(i)(j).neighbors += nodes(i)(j + 1)

if (map(i - 1)(j) != 'W')

nodes(i)(j).neighbors += nodes(i - 1)(j)

}

// virsus be kampu

if (i == 0 && j > 0 && j < 30 && map(i)(j) != 'W') {

if (map(i)(j + 1) != 'W')

nodes(i)(j).neighbors += nodes(i)(j + 1)

if (map(i)(j - 1) != 'W')

nodes(i)(j).neighbors += nodes(i)(j - 1)

}

// desine be kampu

if (j == 30 && i > 0 && i < 30 && map(i)(j) != 'W' && map(i)(j) != 'p' && map(

i)(j) != 'b') {

if (map(i + 1)(j) != 'W')

nodes(i)(j).neighbors += nodes(i + 1)(j)

if (map(i - 1)(j) != 'W')

nodes(i)(j).neighbors += nodes(i - 1)(j)

}

// apacia be kampu

if (i == 30 && j > 0 && j < 30 && map(i)(j) != 'W') {

if (map(i)(j + 1) != 'W')

nodes(i)(j).neighbors += nodes(i)(j + 1)

if (map(i)(j - 1) != 'W')

nodes(i)(j).neighbors += nodes(i)(j - 1)

}

// kaire be kampu

if (j == 0 && i > 0 && i < 30 && map(i)(j) != 'W') {

if (map(i + 1)(j) != 'W')

nodes(i)(j).neighbors += nodes(i + 1)(j)

if (map(i - 1)(j) != 'W')

nodes(i)(j).neighbors += nodes(i - 1)(j)

}

if (map(i)(j) == 'M') {

start = nodes(i)(j)

nodes(i)(j).cost = 0

}

}

}

(start, nodes)

}

def Dijkstra(bot: String) = {

var (start, nodes) = prepare(bot)

val visited: ArrayBuffer[Node] = new ArrayBuffer[Node]()

val unvisited: ArrayBuffer[Node] = new ArrayBuffer[Node]()

var it: Int = 0

var itt: Int = 0

for (i <- 0 to 30) {

for (j <- 0 to 30) {

if (nodes(i)(j).symbol != 'W'){

unvisited += nodes(i)(j)

it = it + 1

}

if(i == 15 && j == 15){

itt = it

}

}

}

start.cost = 0

start.xi = 15

start.yi = 15

start.previous = null

start.symbol = 'M'

var current = start

while (unvisited.length - 1 > 0) {

for(n <- 0 to unvisited(itt).neighbors.length-1){

if(unvisited(itt).neighbors(n).cost > unvisited(itt).cost+1){

unvisited(itt).neighbors(n).cost = unvisited(itt).cost+1

unvisited(itt).neighbors(n).previous = unvisited(itt)

}

}

visited += unvisited(itt)

unvisited.remove(itt)

var index = getLow(unvisited)

itt = index

}

var target: Node = null

var lowCost: Int = 999

for(v <- visited)

{

if(v.symbol == 'P' || v.symbol == 'B'){

if(v.cost < lowCost){

lowCost = v.cost

target = v

}

}

}

val road: ArrayBuffer[Node] = new ArrayBuffer[Node]()

// veikia

val instrunctions: ArrayBuffer[String] = new ArrayBuffer[String]()

if(target != null)

{

while(target.previous != null)

{

road += target

target = target.previous

}

target = target.previous;

for(r <- road){

if(r.xi < r.previous.xi && nodes(14)(15).symbol != 'W')

instrunctions += "Up"

if(r.xi > r.previous.xi && nodes(16)(15).symbol != 'W')

instrunctions += "Down"

if(r.yi < r.previous.yi && nodes(15)(14).symbol != 'W')

instrunctions += "Left"

if(r.yi > r.previous.yi && nodes(15)(16).symbol != 'W')

instrunctions += "Rigth"

}

}

instrunctions

}

def reactAsMine(bot: MiniBot) {

bot.view.offsetToNearest('m') match {

case Some(delta: XY) =>

// another master is visible at the given relative position (i.e. position delta)

// close enough to blow it up?

if(delta.length <= 1) {

// yes -- blow it up!

bot.explode(2)

} else {

// no -- move closer!

}

case None =>

bot.set("mood" -> "Lurking", "target" -> "")

bot.say("Im a snakeee")

}

}

def reactAsGatherer(bot: MiniBot) {

val (directionValue, nearestEnemyMaster, nearestEnemySlave) = analyzeViewAsGatherer(bot.view)

val lastDirection = bot.inputAsIntOrElse("lastDirection", 0)

directionValue(lastDirection) += 10

val bestDirection45 = directionValue.zipWithIndex.maxBy(\_.\_1).\_2

val direction = XY.fromDirection45(bestDirection45)

bot.move(direction)

bot.set("lastDirection" -> bestDirection45)

}

def analyzeViewAsGatherer(view: View) = {

val directionValue = Array.ofDim[Double](8)

var nearestEnemyMaster: Option[XY] = None

var nearestEnemySlave: Option[XY] = None

val cells = view.cells

val cellCount = cells.length

for(i <- 0 until cellCount) {

val cellRelPos = view.relPosFromIndex(i)

if(cellRelPos.isNonZero) {

val stepDistance = cellRelPos.stepCount

val value: Double = cells(i) match {

case 'm' => // another master: not dangerous, but an obstacle

nearestEnemyMaster = Some(cellRelPos)

if(stepDistance < 2) -1000 else 0

case 's' => // another slave: potentially dangerous?

nearestEnemySlave = Some(cellRelPos)

-100 / stepDistance

case 'S' => // out own slave

0.0

case 'B' => // good beast: valuable, but runs away

if(stepDistance == 1) 600

else if(stepDistance == 2) 300

else (150 - stepDistance \* 15).max(10)

case 'P' => // good plant: less valuable, but does not run

if(stepDistance == 1) 500

else if(stepDistance == 2) 300

else (150 - stepDistance \* 10).max(10)

case 'b' => // bad beast: dangerous, but only if very close

if(stepDistance < 4) -400 / stepDistance else -50 / stepDistance

case 'p' => // bad plant: bad, but only if I step on it

if(stepDistance < 2) -1000 else 0

case 'W' => // wall: harmless, just don't walk into it

if(stepDistance < 2) -1000 else 0

case \_ => 0.0

}

val direction45 = cellRelPos.toDirection45

directionValue(direction45) += value

}

}

(directionValue, nearestEnemyMaster, nearestEnemySlave)

}

//------------------------ /MANO ----------------------

//Buvo

/\*\* Analyze the view, building a map of attractiveness for the 45-degree directions and

\* recording other relevant data, such as the nearest elements of various kinds.

\*/

def analyzeViewAsMaster(view: View) = {

val directionValue = Array.ofDim[Double](8)

var nearestEnemyMaster: Option[XY] = None

var nearestEnemySlave: Option[XY] = None

var nearestEnemyMasterAround: Int = -1

val cells = view.cells

val cellCount = cells.length

for(i <- 0 until cellCount) {

val cellRelPos = view.relPosFromIndex(i)

if(cellRelPos.isNonZero) {

val stepDistance = cellRelPos.stepCount

val value: Double = cells(i) match {

case 'm' => // another master: not dangerous, but an obstacle

nearestEnemyMaster = Some(cellRelPos)

nearestEnemyMasterAround = i

if(stepDistance < 2) -1000 else 0

case 's' => // another slave: potentially dangerous?

nearestEnemySlave = Some(cellRelPos)

-100 / stepDistance

case 'S' => // out own slave

0.0

case 'B' => // good beast: valuable, but runs away

if(stepDistance == 1) 600

else if(stepDistance == 2) 300

else (150 - stepDistance \* 15).max(10)

case 'P' => // good plant: less valuable, but does not run

if(stepDistance == 1) 500

else if(stepDistance == 2) 300

else (150 - stepDistance \* 10).max(10)

case 'b' => // bad beast: dangerous, but only if very close

if(stepDistance < 4) -400 / stepDistance else -50 / stepDistance

case 'p' => // bad plant: bad, but only if I step on it

if(stepDistance < 2) -1000 else 0

case 'W' => // wall: harmless, just don't walk into it

if(stepDistance < 2) -1000 else 0

case \_ => 0.0

}

val direction45 = cellRelPos.toDirection45

directionValue(direction45) += value

}

}

(directionValue, nearestEnemyMaster, nearestEnemySlave, nearestEnemyMasterAround)

}

}

// -------------------------------------------------------------------------------------------------

// Framework

// -------------------------------------------------------------------------------------------------

//Buvo

class ControlFunctionFactory {

def create = (input: String) => {

val (opcode, params) = CommandParser(input)

opcode match {

case "React" =>

val bot = new BotImpl(params)

if( bot.generation == 0 ) {

ControlFunction.forMaster(bot)

} else {

ControlFunction.forSlave(bot)

}

bot.toString

case \_ => "" // OK

}

}

}

//Buvo

trait Bot {

// inputs

def inputOrElse(key: String, fallback: String): String

def inputAsIntOrElse(key: String, fallback: Int): Int

def inputAsXYOrElse(keyPrefix: String, fallback: XY): XY

def view: View

def energy: Int

def time: Int

def generation: Int

def viewString: String

// outputs

def move(delta: XY) : Bot

def say(text: String) : Bot

def status(text: String) : Bot

def spawn(offset: XY, params: (String,Any)\*) : Bot

def set(params: (String,Any)\*) : Bot

def log(text: String) : Bot

}

//Buvo

trait MiniBot extends Bot {

// inputs

def offsetToMaster: XY

// outputs

def explode(blastRadius: Int) : Bot

}

//Buvo

case class BotImpl(inputParams: Map[String, String]) extends MiniBot {

// input

def inputOrElse(key: String, fallback: String) = inputParams.getOrElse(key, fallback)

def inputAsIntOrElse(key: String, fallback: Int) = inputParams.get(key).map(\_.toInt).getOrElse(fallback)

def inputAsXYOrElse(key: String, fallback: XY) = inputParams.get(key).map(s => XY(s)).getOrElse(fallback)

val view = View(inputParams("view"))

val energy = inputParams("energy").toInt

val time = inputParams("time").toInt

val generation = inputParams("generation").toInt

def offsetToMaster = inputAsXYOrElse("master", XY.Zero)

val viewString = inputParams("view")

// output

private var stateParams = Map.empty[String,Any] // holds "Set()" commands

private var commands = "" // holds all other commands

private var debugOutput = "" // holds all "Log()" output

/\*\* Appends a new command to the command string; returns 'this' for fluent API. \*/

private def append(s: String) : Bot = { commands += (if(commands.isEmpty) s else "|" + s); this }

/\*\* Renders commands and stateParams into a control function return string. \*/

override def toString = {

var result = commands

if(!stateParams.isEmpty) {

if(!result.isEmpty) result += "|"

result += stateParams.map(e => e.\_1 + "=" + e.\_2).mkString("Set(",",",")")

}

if(!debugOutput.isEmpty) {

if(!result.isEmpty) result += "|"

result += "Log(text=" + debugOutput + ")"

}

result

}

def log(text: String) = { debugOutput += text + "\n"; this }

def move(direction: XY) = append("Move(direction=" + direction + ")")

def say(text: String) = append("Say(text=" + text + ")")

def status(text: String) = append("Status(text=" + text + ")")

def explode(blastRadius: Int) = append("Explode(size=" + blastRadius + ")")

def spawn(offset: XY, params: (String,Any)\*) =

append("Spawn(direction=" + offset +

(if(params.isEmpty) "" else "," + params.map(e => e.\_1 + "=" + e.\_2).mkString(",")) +

")")

def set(params: (String,Any)\*) = { stateParams ++= params; this }

def set(keyPrefix: String, xy: XY) = { stateParams ++= List(keyPrefix+"x" -> xy.x, keyPrefix+"y" -> xy.y); this }

}

//Buvo

/\*\* Utility methods for parsing strings containing a single command of the format

\* "Command(key=value,key=value,...)"

\*/

object CommandParser {

/\*\* "Command(..)" => ("Command", Map( ("key" -> "value"), ("key" -> "value"), ..}) \*/

def apply(command: String): (String, Map[String, String]) = {

/\*\* "key=value" => ("key","value") \*/

def splitParameterIntoKeyValue(param: String): (String, String) = {

val segments = param.split('=')

(segments(0), if(segments.length>=2) segments(1) else "")

}

val segments = command.split('(')

if( segments.length != 2 )

throw new IllegalStateException("invalid command: " + command)

val opcode = segments(0)

val params = segments(1).dropRight(1).split(',')

val keyValuePairs = params.map(splitParameterIntoKeyValue).toMap

(opcode, keyValuePairs)

}

}

//Buvo

/\*\* Utility class for managing 2D cell coordinates.

\* The coordinate (0,0) corresponds to the top-left corner of the arena on screen.

\* The direction (1,-1) points right and up.

\*/

case class XY(x: Int, y: Int) {

override def toString = x + ":" + y

def isNonZero = x != 0 || y != 0

def isZero = x == 0 && y == 0

def isNonNegative = x >= 0 && y >= 0

def updateX(newX: Int) = XY(newX, y)

def updateY(newY: Int) = XY(x, newY)

def addToX(dx: Int) = XY(x + dx, y)

def addToY(dy: Int) = XY(x, y + dy)

def +(pos: XY) = XY(x + pos.x, y + pos.y)

def -(pos: XY) = XY(x - pos.x, y - pos.y)

def \*(factor: Double) = XY((x \* factor).intValue, (y \* factor).intValue)

def distanceTo(pos: XY): Double = (this - pos).length // Phythagorean

def length: Double = math.sqrt(x \* x + y \* y) // Phythagorean

def stepsTo(pos: XY): Int = (this - pos).stepCount // steps to reach pos: max delta X or Y

def stepCount: Int = x.abs.max(y.abs) // steps from (0,0) to get here: max X or Y

def signum = XY(x.signum, y.signum)

def negate = XY(-x, -y)

def negateX = XY(-x, y)

def negateY = XY(x, -y)

/\*\* Returns the direction index with 'Right' being index 0, then clockwise in 45 degree steps. \*/

def toDirection45: Int = {

val unit = signum

unit.x match {

case -1 =>

unit.y match {

case -1 =>

if(x < y \* 3) Direction45.Left

else if(y < x \* 3) Direction45.Up

else Direction45.UpLeft

case 0 =>

Direction45.Left

case 1 =>

if(-x > y \* 3) Direction45.Left

else if(y > -x \* 3) Direction45.Down

else Direction45.LeftDown

}

case 0 =>

unit.y match {

case 1 => Direction45.Down

case 0 => throw new IllegalArgumentException("cannot compute direction index for (0,0)")

case -1 => Direction45.Up

}

case 1 =>

unit.y match {

case -1 =>

if(x > -y \* 3) Direction45.Right

else if(-y > x \* 3) Direction45.Up

else Direction45.RightUp

case 0 =>

Direction45.Right

case 1 =>

if(x > y \* 3) Direction45.Right

else if(y > x \* 3) Direction45.Down

else Direction45.DownRight

}

}

}

def rotateCounterClockwise45 = XY.fromDirection45((signum.toDirection45 + 1) % 8)

def rotateCounterClockwise90 = XY.fromDirection45((signum.toDirection45 + 2) % 8)

def rotateClockwise45 = XY.fromDirection45((signum.toDirection45 + 7) % 8)

def rotateClockwise90 = XY.fromDirection45((signum.toDirection45 + 6) % 8)

def wrap(boardSize: XY) = {

val fixedX = if(x < 0) boardSize.x + x else if(x >= boardSize.x) x - boardSize.x else x

val fixedY = if(y < 0) boardSize.y + y else if(y >= boardSize.y) y - boardSize.y else y

if(fixedX != x || fixedY != y) XY(fixedX, fixedY) else this

}

}

//Buvo

object XY {

/\*\* Parse an XY value from XY.toString format, e.g. "2:3". \*/

def apply(s: String) : XY = { val a = s.split(':'); XY(a(0).toInt,a(1).toInt) }

val Zero = XY(0, 0)

val One = XY(1, 1)

val Right = XY( 1, 0)

val RightUp = XY( 1, -1)

val Up = XY( 0, -1)

val UpLeft = XY(-1, -1)

val Left = XY(-1, 0)

val LeftDown = XY(-1, 1)

val Down = XY( 0, 1)

val DownRight = XY( 1, 1)

def fromDirection45(index: Int): XY = index match {

case Direction45.Right => Right

case Direction45.RightUp => RightUp

case Direction45.Up => Up

case Direction45.UpLeft => UpLeft

case Direction45.Left => Left

case Direction45.LeftDown => LeftDown

case Direction45.Down => Down

case Direction45.DownRight => DownRight

}

def fromDirection90(index: Int): XY = index match {

case Direction90.Right => Right

case Direction90.Up => Up

case Direction90.Left => Left

case Direction90.Down => Down

}

def apply(array: Array[Int]): XY = XY(array(0), array(1))

}

//Buvo

object Direction45 {

val Right = 0

val RightUp = 1

val Up = 2

val UpLeft = 3

val Left = 4

val LeftDown = 5

val Down = 6

val DownRight = 7

}

//Buvo

object Direction90 {

val Right = 0

val Up = 1

val Left = 2

val Down = 3

}

// Buvo

case class View(cells: String) {

val size = math.sqrt(cells.length).toInt

val center = XY(size / 2, size / 2)

def apply(relPos: XY) = cellAtRelPos(relPos)

def indexFromAbsPos(absPos: XY) = absPos.x + absPos.y \* size

def absPosFromIndex(index: Int) = XY(index % size, index / size)

def absPosFromRelPos(relPos: XY) = relPos + center

def cellAtAbsPos(absPos: XY) = cells.charAt(indexFromAbsPos(absPos))

def indexFromRelPos(relPos: XY) = indexFromAbsPos(absPosFromRelPos(relPos))

def relPosFromAbsPos(absPos: XY) = absPos - center

def relPosFromIndex(index: Int) = relPosFromAbsPos(absPosFromIndex(index))

def cellAtRelPos(relPos: XY) = cells.charAt(indexFromRelPos(relPos))

def offsetToNearest(c: Char) = {

val matchingXY = cells.view.zipWithIndex.filter(\_.\_1 == c)

if( matchingXY.isEmpty )

None

else {

val nearest = matchingXY.map(p => relPosFromIndex(p.\_2)).minBy(\_.length)

Some(nearest)

}

}

}

//----------------------MOVEMENT-----------------------

case class Test(bot: Bot, view: String){

val viewMatrix = Array.ofDim[Char](31,31)

val center = 480

val up = XY(480, 480)

def stringViewToMatrix() = for(i <- 0 to 30) viewMatrix(i) = bot.viewString.substring(i\*31, (i+1)\*31).toArray

bot.log("N " + bot.view.cells(center-31))

bot.log("E " + bot.view.cells(center+1))

bot.log("S " + bot.view.cells(center+31))

bot.log("W " + bot.view.cells(center-1))

}

class Node(var xi: Int, var yi: Int, var cost: Int, var neighbors: ArrayBuffer[Node], var symbol: Char) {

var previous: Node = null

}

//---------------------/MOVEMENT-----------------------

#### 1.3 Pradiniai duomenys ir rezultatai

Rezultatas: Botas vaikščiojantis po žemėlapį, dėliojantis vergus kurie renka taškus ir dėliojantis minas kurios sprogsta priešui priėjus arti.

#### Darbo užduotis

Pav #1 Darbo užduotis

#### 1.2 Programos tekstas

// Tadas Laurinaitis, IFF - 6/8, uzduoties nr. - 294, Divisors https://uva.onlinejudge.org/index.php?option=com\_onlinejudge&Itemid=8&category=4&page=show\_problem&problem=230

open System

open System.IO

let readDataFromFile file =

File.ReadAllLines(file)

let writeResultToFile file L U maxNum maxCount =

let file = File.AppendText(file)

Console.WriteLine("Between {0} and {1}, {2} has a maximum of {3} divisors", L, U, maxNum, maxCount)

file.WriteLine("Between {0} and {1}, {2} has a maximum of {3} divisors", L, U, maxNum, maxCount)

file.Close()

//let rec findDivisionsOfNumber(number : int, divisionCount : int, current : int) =

let rec findDivisionsOfNumber number divisionCount current =

if (number % current = 0 && current <= number) then

let temp1 = divisionCount + 1

let temp2 = current + 1

findDivisionsOfNumber number temp1 temp2

else if (number % current <> 0 && current <= number) then

let temp2 = current + 1

findDivisionsOfNumber number divisionCount temp2

else

let temp = divisionCount

temp

let rec findNumber L U current maxNum maxCount =

let divisionCount = findDivisionsOfNumber current 0 1

//Console.WriteLine(divisionCount)

if(divisionCount > maxCount && current <= U) then

let nextStep = current + 1

let currentMaxNum = current

let currentMaxCount = divisionCount

findNumber L U nextStep currentMaxNum divisionCount

else if (divisionCount <= maxCount && current <= U) then

let nextStep = current + 1

findNumber L U nextStep maxNum maxCount

else

let temp = maxNum

writeResultToFile "Results.txt" L U maxNum maxCount

temp

let rec doStuff current =

let numbers = readDataFromFile("D:\Tadas\KALBUTEORIJA\Fsharp\Lab3\Lab3\Data.txt")

let firstLine = numbers.[0].Split(' ')

let NN = Int32.Parse(firstLine.[0])

if(current > NN) then

printf "Job is done "

else

let strings = numbers.[current].Split(' ')

let L = Int32.Parse(strings.[0])

let U = Int32.Parse(strings.[1])

Console.WriteLine(NN)

Console.WriteLine(current)

Console.WriteLine(L)

Console.WriteLine(U)

if (U - L >= 0 && U - L <= 10000 && current <= NN) then

printf "Data looks fine "

let num = findNumber L U L 0 0

let nextStep = current + 1

doStuff nextStep

else if(U - L < 0 || U - L > 10000 && current <= NN) then

printf "The Data is incorrect "

let nextStep = current + 1

doStuff nextStep

[<EntryPoint>]

let main argv =

let k = doStuff 1

0

#### 1.3 Pradiniai duomenys ir rezultatai
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Pav #2 Duomenų failas

![](data:image/png;base64,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)

Pav #3 Gauti rezultatai

#### Darbo užduotis

Darbo užduotis:

1. Surasti ar du skaičiai yra kopiriminiai
2. Surasti ar skaičius yra pirminis

#### Programos tekstas

1. % Tadas Laurinaitis IFF - 6/8 suma 39, 12 ir 13
2. % Surasti ar du skaiciai yra kopirminiai - 12 uzduotis
3. coprime(X, Y, Div, Output) :-
4. (X == Div ; Y == Div ->
5. write(" Finished ")
6. ;(X > Div, Y > Div ->
7. write("Still going "),
8. R1 is mod(X, Y),
9. R2 is mod(Y, X),
10. (R1 \== 0, R2 \== 0 ->
11. write("3333\_"),
12. write(Div),
13. R3 is mod(X, Div),
14. R4 is mod(Y, Div),
15. write(R3),
16. write(R4),
17. (( R3 \== 0 ; R4 \== 0) ->
18. write("4444"),
19. Output = 'true',
20. Z is Div + 1,
21. coprime(X, Y, Z, Output)
22. ;(R3 == 0, R4 == 0 ->
23. write("5555"),
24. Output2 = 'false',
25. coprime(100, 100, 100, Output2)
26. )
27. )
28. ;(R1 == 0 ; R2 == 0 ->
29. write("6666"),
30. Output = 'false'
31. )
32. )
33. )
34. ).
35. %Surasti ar skaicius yra pirminis - 13 uzduotis
36. isprime(1) :-
37. write("The number 1 is prime ").
38. isprime(2) :-
39. write("The number 2 is prime ").
40. isprime(X) :-
41. X > 2,
42. isprimee(X, 2, Output).
43. isprimee(X, Y, Output) :-
44. (Y < X ->
45. R1 is mod(X, Y),
46. (R1 \== 0 ->
47. Output = "true",
48. isprimee(X, Y+1, Output)
49. ; (R1 == 0 ->
50. write("The number is not a prime ")
51. )
52. )
53. ; ( Y >= X ->
54. Output = "true",
55. write("The number "),
56. write(X),
57. write(" is prime. ")
58. )
59. ).
60. /\*
61. something(X, Y) :-
62. ( X > Y ; X < Y ->
63. write("11111111"),
64. write("111111111111111111"),
65. something(X - 1,Y)
66. ; ( X = Y ->
67. write("aaa222222222"),
68. write("bbb2222222222222222222"),
69. something(X,Y+1)
70. )
71. ).
72. coprime(X, Y, Divider, Output) :-
73. R1 is mod(X,Y),
74. R2 is mod(Y,X),
75. (R1 \== 0, R2 \== 0 ->
76. R3 is mod(X, Divider),
77. R4 is mod(Y, Divider),
78. (R3 \== 0, R4 \== 0 ->
79. Output = "true",
80. coprime(X, Y, Divider, Output),
81. ; (R3 == 0 ; R4 == 0 ->
82. Output = "false"
83. )
84. )
85. ; (R1 == 0 ; R2 == 0 ->
86. Output = "false";
87. )
88. ).
89. coprime(X, Y, Div, Output) :-
90. write("iejau"),
91. ( X == Div ; Y == Div ->
92. write("as lygus esu"),
93. Output = "true",
94. coprime(X, Y, Div + 1, Output)
95. )
96. R1 is mod(X, Y),
97. R2 is mod(Y, X),
98. (R1 \== 0, R2 \== 0 ->
99. write("praslydau 1"),
100. R3 is mod(X, Div),
101. R4 is mod(Y, Div),
102. (R3 \== 0, R4 \== 0 ->
103. write("praslydau 2"),
104. Output = "true",
105. coprime(X, Y, Div+1, Output)
106. ; (R3 == 0 ; R4 == 0 ->
107. write("nepraslydau 2"),
108. Output = "false"
109. )
110. )
111. ; ( R1 == 0 ; R2 == 0 ->
112. write("nepraslydau 1"),
113. Output = "false"
114. )
115. ).
116. isprimaryy(X, Y, Output) :-
117. (Y < X ->
118. R1 is mod(X, Y),
119. (R1 \== 0 ->
120. Output = "true",
121. isprimaryy(X, Y+1, Output)
122. ; (R1 == 0 ->
123. Output = "false"
124. )
125. )
126. ; ( Y >= X ->
127. Output = "true",
128. write("The number "),
129. write(X),
130. write(" is prime. ")
131. )
132. ).
133. coprimary(X, Y) :-
134. isprimary(X, Output1),
135. isprimary(Y, Output2),
136. Output1 == "true",
137. Output2 == "true",
138. R1 is mod(X,Y),
139. R2 is mod(Y,X),
140. R1 \== 0,
141. R2 \== 0,
142. write("Numbers are coprime").
143. isprimary(1, Output) :-
144. Output = "true",
145. write("The number 1 is prime ").
146. isprimary(2, Output) :-
147. Output = "true",
148. write("The number 2 is prime ").
149. isprimary(X, Output) :-
150. X > 2,
151. isprimaryy(X, 2, Output).
152. isprimaryy(X, Y, Output) :-
153. (Y < X ->
154. R1 is mod(X, Y),
155. (R1 \== 0 ->
156. Output = "true",
157. isprimaryy(X, Y+1, Output)
158. ; (R1 == 0 ->
159. Output = "false"
160. )
161. )
162. ; ( Y >= X ->
163. Output = "true",
164. write("The number "),
165. write(X),
166. write(" is prime. ")
167. )
168. ).
169. jealous(X, Y) :-
170. loves(X, Z),
171. loves(Y, Z).
172. \*/
173. /\*\* <examples>
174. ?- loves(X, mia).
175. ?- jealous(X, Y).
176. \*/

#### 1.3 Pradiniai duomenys ir rezultatai

1užduotis:

Įvedus užklausą *coprime*(15, 18, 2, Out), gaunamas rezultatas Out -> True, o įvedus užklausą

*coprime*(15, 5, 2, Out), Out reikšmė yra false.

2užduotis:

Įvedus užklausą isprimee(3, 2, Output), gaunamas rezultatas Output -> True, o įvedus užklausą

isprimee(4, 2, Output), Output reikšmė yra false.